ABSTRACT

Code clones are the duplicated code which degrades the software quality and hence increase the maintenance cost. Detection of clones in a large software system is very tedious tasks but it is necessary to improve the design, structure and quality of the software products. Object oriented metrics like DIT, NOC, WMC, LCOM, Cyclomatic complexity and various types of methods and variables are the good indicator of code clone. Artificial neural network has immense detection and prediction capability. In this paper, various types of metric based clone detection approach and techniques are discussed. From the discussion it is concluded that clone detection using software metrics and artificial neural network is the best technique of code clone detection, analysis and clone prediction.
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I. INTRODUCTION

Code clones are similar segment of the source code which may be inserted either by mistake or knowingly. Reusing code fragments by copying and pasting with or without minor adaptation is a common activity in software development. But the presence of these code clones may decrease the design structure and software quality like readability, changeability and maintainability and hence increase the maintenance cost [23]. So the detection of code clones is necessary in the software products. There are various techniques are proposed over the last decade for the identification and prediction of code clones.

CODE CLONE DETECTION TECHNIQUES AND APPROACHES -

There are mainly four types of code clone detection techniques [22]. Table 1 gives the classification of code clone and its techniques.

1) Textual approach: Textual approaches are the text-based approach which uses little or no transformation on the source code before the actual comparison, and in most cases raw source code is used directly in the clone detection process. For example – SSD, NICAD etc.

2) Lexical approach: Lexical approaches are the token-based approach which begin by transforming the source code into a sequence of tokens and then scanned for duplicated sub sequences of tokens and the corresponding original code is returned as clones. Examples: Dup, CCFinder, CPMiner etc.

3) Syntactic approaches: Syntactic approaches use a parser to convert source programs into parse trees or abstract syntax trees (AST) which can then be processed using either tree matching or structural metrics to find clones. Examples: CloneDr, Deckard, CloneDigger etc.

4) Semantic approaches: Semantics approach uses static program analysis to provide more precise information than simply syntactic similarity. In some approaches, the program is represented as a program dependency graph (PDG). The nodes of this graph represent expressions and statements, while the edges represent control and data dependencies. Examples: Duplix, GPLAG etc.

5) Metric-based approach: Metric based approaches gather a number of metrics for code fragments and then compare metrics vectors rather than code or ASTs directly. One popular technique involves fingerprinting functions, metrics calculated for syntactic like a class, function, method or statement that provides values that can be compared to find clones of these syntactic units. In most cases, the source code is first parsed to an AST or CFG (control flow graph) representation to calculate the metrics. Metrics are calculated from names, layout, expressions and control flow of functions[4] A clone is defined as a pair of whole function bodies with similar metrics values. Metrics-based approaches have also been applied to find duplicate web pages and clones in web documents.
6) Hybrid approaches: In addition to the above discussed, there are some clone detection techniques for Lisp-like languages. It provides a hybrid approach that combines syntactic techniques (using metrics) and semantic techniques (using call graphs) in combination with specialized comparison functions. Yogita Sharma et. al [23] used text based and metric based technique to identify the clones in c or c++ source code.

<table>
<thead>
<tr>
<th>clone type</th>
<th>textual approach</th>
<th>syntactic approach</th>
<th>semantic approach</th>
</tr>
</thead>
<tbody>
<tr>
<td>Type-1</td>
<td>Textual based</td>
<td>Syntactic based</td>
<td>Semantic based</td>
</tr>
<tr>
<td>Type-2</td>
<td>Lexical based</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Type-3</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Type-4</td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

The literature review of code clone detection and analysis begins with a basic concept of clone detection terminology.

A. Code Fragment (CF)

A code fragment (CF) is any sequence of code lines with or without comments. It can be of any granularity level for example function definition, begin-end block, or sequence of statements. A CF is identified by its file name and begin-end line numbers in the original code base and is denoted as a triple (CF.FileName, CF.BeginLine, CF.EndLine).

B. Code Clone

A code fragment CF2 is a clone of another code fragment CF1 if they are similar or identical by some given definition of similarity, that means, f(CF1) = f(CF2) where f is the similarity function. Two fragments that are similar to each other form a clone pair (CF1,CF2), and when many fragments are similar, they form a clone class or clone group.

C. Clone Types

Code fragments are of two main types either based on textual similarity or functional similarity. The first type of clone is often the result of copying a code and paste code fragment into another location. In the following the types of clones based on both the textual (Types 1 to 3) [11] and functional (Type 4) similarities are described:

Type-1: Identical code fragments except for variations in whitespace, layout and comments.

Type-2: Syntactically identical fragments except for variations in identifiers, literals, types, whitespace, layout and comments.

Type-3: Copied fragments with further modifications such as changed, added or removed statements, in addition to variations in identifiers, literals, types, whitespace, layout and comments.

Type-4: Two or more code fragments that perform the same computation but are implemented by different syntactic variants.

D. Precision and Recall

These are the two terms used when discussing the characteristics of the candidate code clones returned by a clone detector. Precision refers to the quality of the candidates returned by the detection method: high precision indicates the candidate code clones are mostly correctly identified as code clones and low precision indicates the candidate code clones contain many candidates that are not actual code clones. Recall refers to the overall percentage of artifacts that exist in the source code that have been detected by the clone detector: high recall indicates most of the code clones in the source code have been found, low recall indicates most of the code clones in the source code have not been found.[2]. When comparing clone detection techniques, precision and recall are often referenced as measures of the accuracy and completeness of the candidate code clones.

$$\text{Precision (P)} = \frac{\text{Number of clones correctly found}}{\text{Total number of clones found}}$$

$$\text{Recall (R)} = \frac{\text{Number of clones found correct}}{\text{Total number of clones found}}$$

The detection of code clones is a two phase process which consists of a transformation and a comparison phase. In the first phase, the source text is transformed into an internal format which allows the use of a more efficient comparison algorithm. During the succeeding comparison phase the actual matches are detected. Due to its central role, it is reasonable to classify detection techniques according to their internal format.

Roy and Cordy [1] did comparison of different techniques of clone detection such as textual approach, lexical approach, semantic approach and metric based approach and also comparing and evaluating clone detection tools such as Duploc, simian and NICAD. They proposed that NICAD tool is the best among all others. Moreover they explain four category of clone viz-Type-1, Type-2, Type-3 and Type-4.

Roy and Cordy [2] also survey the state of the art in clone detection research. Firstly they describe the clone terms commonly used in the literature along with their corresponding mappings to the commonly used clone types. Secondly they give the review of existing clone detection approaches and techniques. Gayathri et.al [3], detect the different types of clones using different algorithm like textual analysis, metric based distance algorithm and mapping algorithm. The detected clones are-extract clone, renamed clone, gapped cloned and semantic clone. They used clone detection and metrics to
evaluate quality. Then they discuss several approaches used in clone detection. Metric based clone detection approach uses the metric based distance algorithm. Then they compared different types of approach using different algorithm and calculate their metrics, speed, cost and quality. J. Mayrand et.al [4] present metric based technique to detect functional clones automatically from source code of any language. They developed a “DATRIX” tool framework which is a source code analyser [4] which converts the source code into some Intermediate Representation Language. Out of which only control flow metrics and data flow metrics were selected because they provide internal characteristics information about functions. For automatic detection, this proposed approach experimented on 2-Telecommunication monitoring system in which for finding function clones, 4 points of comparison is performed which are- name of function, layout of function, expression in function and control flow. Pavitdeep et.al [5], developed a tool “Software Quality assurance tool” in dot net framework using C# as programming language. This tool generates the software code metrics for C# projects using the AST technique. This tool works at method and class level metrics. This tool also detects the clones of Type-1 and Type-2. They also compared different types of tools [5] with each other and explaining their merits and demerits of each tool. The tool of software quality assurance predicts and calculated the metrics of modern languages like c# using the technique of abstract syntax tree (AST).

Sanjeev Sharawat [6] uses the neural network technique for the prediction of maintainability. The object oriented metrics like DIT, NOC, SIZE, WMC, RFC, NOM, LOCM etc are used for the computation of maintainability and which is a composite metric that incorporate a number of traditional source code metrics into a single number that indicate relative maintainability. Matlab is used for the implementation of project. The training data are collected from Li-henry dataset. Neural network created and various training algorithm are applied on the tested data to find the minimized error like trainlm, trainng, trainscg, trainr, trainrp etc. Trainlm is found to be the best algorithm for the prediction of maintainability.

K.K Aggarwal et.al [7] uses ANN technique to predict the maintenance effort of the classes. The inputs to the network were all the domain metrics P1, P2 and P3 [7]. The network was trained using the back propagation algorithm. Table II [7] shows the best architecture and table IV [7] shows the MARE, MRE, r and p-value results of ANN model evaluated on validation. The correlation of the predicted change and the observed change is represented by the coefficient of correlation (r). The significant level of a validation is indicated by a p-value. A commonly accepted p value is 0.05. For validate data sets, the percentage error smaller than 10 percent, 27 percent and 55 percent is shown in Table V [7].

Sanjay dubey et.al [8], uses the MLP with software metrics for the prediction of software maintainability which is an imperative attribute of software quality. Maintenance effort was chosen as dependent variable and object-oriented metrics as the independent variables. Prediction of maintainability is performed by Multi Layer Perceptron neural network.

Thwin and Queh [9] present a neural network modelling technique along with regression analysis called GRNN to improve the quality of software products. In this paper, ward neural network and General regression neural network are used. First on predicting the number of defects in a class and the second on predicting the number of lines changed per class.

Kodhai.A and Kammani.[11] present a novel code clone detection approach using textual analysis and software metrics. 12 software metrics at method level instead of 7 are used. It has also been implemented as a tool using Java. The tool efficiently and accurately detects type-1, type-2, type-3 and type-4 clones found in source codes at method level in JAVA open source code projects. The main limitation of this research is that it is language dependent and detect clone in JAVA open source project only.

Rupala et.al[12] did research of code clone detection in web based application. Web based applications used the ecommerce functionality in web sites. Scripting languages such as ASP, JSP, PHP etc are used in the development of web sites in which code duplication practice usually involved in making of several web pages. Hybrid approach (textual and metric based) is used. The proposed method is implemented as a tool in .NET. A set of 7 existing function level metrics are used for the detection of all type of clone functions in web application. The proposed tool gives its evaluated result in precision and recall parameter which then further compared with the other existing tool called eMetrics. The result of comparison showed that the value of precision and recall in term of percentage with the proposed tool using .NET gives higher value with accuracy than the eMetrics tool. The limitation of this research is problem with working on larger and even more complex system.

Dr. C.R.K Reddy et.al [13] also uses metrics and textual based technique to find the code clones in a software projects. They use a tool to implement the proposed work in JAVA. The technique easily deals with type-1 and type-2 clones.

Yogita Sharma et.al [23] present hybrid approach for detection of code clones. In this research, object oriented metrics and text based technique are used for the detection of exact clones. An automated tool for exact code clone detection was developed in VB.Net which calculates the metrics of the C/C++ projects and also performs the analysis of code clone detection that is which project function or the class had the code clone by using textual comparison. This approach has the limitation that it is only limited for C/C++ projects or software.
III. ADVANTAGES & DISADVANTAGES OF CODE CLONE DETECTION

A. ADVANTAGES OF CODE CLONE DETECTION

Code clone duplication has many advantages in the development of software projects. Some of them are discussed as:

1) **Detects library candidates:** Code fragment proves its usability by copying and reusing multiple times in the system that can be developed in a library and announce its reuse potential officially [23].

2) **Understanding program:** It is possible to get an overall idea of other files containing similar copies of the fragment, if the functionality of a cloned fragment is understood. For example, when we have a piece of code managing memory we know that all files that contain a copy must implement a data structure with dynamically allocated space; [22][24].

3) **Helps aspect mining research:** Detecting code clone is also necessary in aspect mining to detect cross-cutting concerns. The code of cross-cutting concerns is typically duplicated over the entire application that could be identified with clone detection tools. [23][24].

4) **Finds usage patterns:** The functional usage patterns of the cloned fragment can be discovered if all the cloned fragments of the same source fragments are detected [23][24].

5) **Detects malicious software:** To detect malicious software clone detection techniques can play a vital role. By comparing one malicious software to another, it is possible to find the evidence where parts of the one software system match parts of another [23][24].

6) **Helps detecting plagiarism copyright content:** Finding similar code may also useful in detecting plagiarism and copyright infringement [23][24].

7) **Software evolution:** Clone detection techniques are successfully used in software evolution analysis by looking at the dynamic nature of different clones in different versions of a system [23][24].

8) **Code compacting:** Code detection techniques can be used for compact device by reducing the source code size [23][24]

B. DRAWBACKS OF CODE CLONE

Apart from benefits of code clones, it has severe impact on the quality, reusability and maintainability of a software system. The following are the list of some drawbacks of having cloned code in a system.

1) **Increased probability of bug propagation:** If a code segment contains a bug and that segment is reused by coping and pasting without or with minor adaptations, the bug of the original segment may remain in all the pasted segments in the system and therefore, the probability of bug propagation may increase significantly in the system [23][24].

2) **Increased probability of introducing a new bug:** In many cases, only the structure of the duplicated fragment is reused with the developer's responsibility of adapting the code to the current need. This process can be error prone and may introduce new bugs in the system [23][24].

3) **Increased probability of bad design:** Cloning may also introduce bad design, lack of good inheritance structure or abstraction. Consequently, it becomes difficult to reuse part of the implementation in future projects. It also badly impacts on the maintainability of the software [23][24].

4) **Increased difficulty in system upgradation:** Because of duplicated code in the system, one needs additional time and attention to understand the existing cloned implementation and concerns to be adapted, and therefore, it becomes difficult to add new functionalities in the system, or even to change existing ones [23][24].

5) **Increased maintenance cost:** If a cloned code segment is found to be contained a bug, all of its similar counterparts should be investigated for correcting the bug in question as there is no guarantee that this bug has been already eliminated from other similar parts at the time of reusing or during maintenance[23][24].

6) **Increased resource requirements:** Code duplication introduces higher growth rate of the system size. While system size may not be a big problem for some domains, others (e.g., telecommunication switch or compact devices) may require costly hardware upgrade with a software upgrade. Compilation times will increase if more code has to be translated which has a detrimental effect on the edit-compile-test cycle.

IV. CONCLUSION

All the advantages and disadvantages of various approaches discussed but it clearly shows that no one technique is able to find the clones correctly. All the approaches discussed above gives 75-85% accuracy in detection and analysis of code clones but no one approach is able to find all clones 100% accurate. So it is concluded that metric based technique using neural network give more accurate results as compared to other techniques. It is much faster and less complexity as compared to other techniques. It can be applied to any types of application software. In this survey paper we focused on code clone detection and analysis methods which help us for understanding code clones and the different techniques used. We conclude that the metric based clone detection approach using neural network is very effective approach as it discovered the clones and also helps in identifying the clones of each types. A neural network has the immense detection and prediction capability and it can be applied to any types of programming languages.
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