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ABSTRACT
The primary problem in the software these days is the anomalies occurrence in the design and code of the system. These anomalies or rather these bugs cause a huge impact on the quality and reliability of the software. It is a big issue in the software organizations for the developers or the testers creating or developing the software. In this article, we propose a methodology and a solution for handling these constantly transpiring anomalies in the system design. We take forward our research from the earlier article where we surveyed about the various anomalies and the novel approach using the different metrics for handling the anomalies in the system design.
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I. INTRODUCTION

Here to begin with, in this article [2][3] we start by giving a gist of what our approach was from the previous paper [5] that we wrote to begin our research on this area. The approach consisted of various software metrics [6] when integrated together will create a unique process methodology [1] for the developers or the testers in the software organizations [4] for detecting [13] and correcting the bugs in the coding and design phase of the system. To revise back on the metrics [6], we had mentioned before they were:
1. Key Process Area
2. Agile Methodology
3. Quality Gate
4. Traceability Matrix
5. Source Code
6. Reverse Engineering/ Reengineering

When all of these are integrated together and used that is when we get our proposed process model [1] for tackling the anomalies [9] in system design. It will help in boosting the software quality as well. Detection and correction of anomalies [13] are directly proportional to the quality increase in the software and vice versa.

Quality Enhancement ∝ Detection and Correction of Anomalies

For achieving this, we further propose a unique methodology and architectural solution to handle the problem with finesse.

II. THE UNIQUE METHODOLOGY

We propose a unique methodology which implies in carrying out the following tasks in its proper order:

Fig. 1 Proposed Methodology
To be precise about the proposed methodology [2][3] we are going to explain how the method is unique and how it works.

1) Step One:

The model we propose helps the developers and the testers in predicting [12] and showing what real anomalies [9] are. It helps in detecting [13] these anomalies occurring in the design and the coding phases of the software. Humans do not have enough knowledge for the manual detection and correction [13]. The required knowledge to find anomalies [9] in the code or design for humans is immense. Hence auto detection model helps in predicting [12] the actual anomalies showing developers where the problem lies in the code [10] or the design.

2) Step Two:

The model consists of various spectrums which are needed to be brought together for the orderly functioning of it. These spectrums are nothing but the software metrics [6] that function together to achieve the objectives of the model. Here we employ the spectrums such as KPA, Agile Model, Quality Gate, Traceability Matrix, Source Code and Reverse Engineering [5] like we have mentioned in the novel approach we have stated. It helps in predicting [12] the anomalies [9] in the code or the design of software.

3) Step Three:

The model correlates the coding and the design phases. It gets evaluated by using the model. It is crucial knowledge for the developer for determining what effect the code [10] refining can cause on the design of the software or vice versa. The design gets directly affected when the code of the software gets changed. Hence if the anomalies [9] lie in the design, they can be directly resolved using the coding phase. Also, the downside of this is that if there are code anomalies in the code, then it can affect the design of the software in a bad way. Hence evaluating the relation between these two phases is quite important here.

4) Step Four:

The model helps in determining the relation of the code and design anomalies [9]. Like we see in the third phase it is vital for the developers to recognize the relation between the code and design phases as the anomalies get interrelated with each other after their occurrence. The anomaly in code [10] can cause an anomaly to occur in the design of the software that’s how much they are dependent on each other. Moreover, hence making it imperative to understand and determine their relation always.

5) Step Five:

The model helps in investigating the impact the anomalies [9] cause on the software. The introduction of bugs in the code will directly affect the design of the software with which the user is in direct contact. The user will experience direct discomfort using the software and will have negative feedback hence due to lack of quality. That is why the developers and testers in the software organizations [4] should investigate these anomalies [9] before delivery to the customer to have better feedback.

6) Step Six:

The model is integrated with an agile methodology to give us a complete model along with the other parameters involved. Our module chooses the agile methodology rather than SDLC because they address the code [10] in the development of the software design swiftly. In such situations FDD or TDD models are crucial. They address the source code as an important metric to develop the quality of the software. They refactor the code [7][8] to give a better design and eliminating the bugs befalling in the code and design. In our model it is based on auto detection [13] hence these models help to achieve our goal rather than the pair programming used in previous models that are manual based.

7) Step Seven:

The model correlated software reliability prediction [12] with the anomalies occurring in the design [9] or the code [10]. It is important for the organization’s [4] sake that these anomalies get predicted [12] during the development phases rather than after the delivery to the customer. Hence the occurrence is needed to be corrected by prediction to make the software a reliable one beforehand.

8) Step Eight:

In this model, the two metrics that help to check the changes in the design by the refining of the code are reverse engineering or re-engineering and traceability matrix. They carry out the tracing back from the [10] to the design phase to check if the anomaly is corrected from the code properly. Therefore this helps in elimination of the real anomaly.

9) Step Nine:

The model can help the developers assign a metric threshold value by the anomaly detection [13] to analyze the quality percentage in the software. If a certain threshold value is defined and the quality of the software is less than the defined threshold value [5], then there are bugs in the code or the design. We can correct the bugs in code or design using our model and check the quality enhancement then.
10) Step Ten:

Like we have seen above the model helps in setting a quality gate in between phases to check quality. Suppose all the bugs are detected and eliminated [13], then the quality will be higher than the predefined threshold value. It is the use of the quality gate for the developers to determine the exact quality ratio in the software. It completes the process model [1] for detecting and correcting the anomalies [9].

11) Step Eleven:

Lastly, the model gets supplemented by integrating all the metrics [6] mentioned above and an existing agile method that focuses on the source code [10]. Like FDD and TDD which helps automatically detect anomalies [9] in the code such as JAVA source code or directly the design such as the dynamic pages on the online software which are in HTML. Our model helps in detection of bugs in these areas that are widely used by the software developers. Also using reverse engineering tool, we can check if the design of JAVA code is improving by tracing back. While in the HTML code we can directly see the design in the model which using the reverse engineering algorithm to give the design outlines. It is all achieved by integration of the agile method with the metrics stated. Moreover, in the end, the objective of the anomaly detection and correction [13] is achieved.

III. THE PROPOSED ARCHITECTURE/SOLUTION

To get an insight into the working of the proposed architectural module, we explain here how the entities in the diagram mentioned above work. This proposed architectural module is nothing but the solution that deals with the problem of anomalies [9] in the system design. Firstly the module has a login and password. Only the authenticated developer or tester can enter in the module. Hence only the software organization [4] employees can access this module. After authentication, the developers can start to get into the source code of any software that is based on JAVA or HTML code. In today’s world, most of the offline software are built in JAVA coding while all the online software gets built in HTML coding. Hence our main focus is improving these software processes [1] to give out very reliable and quality software which gets fully developed. The module after getting the code starts analyzing the correctness of the code. We know that the coding phases and the design phases are interrelated to each other as they occur one after the other. Hence their anomalies are correlated to each other as well. Suppose there exists a code anomaly in the source code of the software, this anomaly will directly affect the design of the software. The effect caused a design anomaly in the design phase as well. It proves that the anomalies [9] in both the phases are interrelated to each when they occur. In our previous article, [5] we have explained what the various types of anomalies in the code or design are and how they occur due to each other. Our module starts finding the bugs directly from the code saving time and resources of the developers. It shows the exact placement of the bug. Metrics [6] such as Line of Codes and the algorithm used in our module helps to detect the exact line where the bugs lie in the code. Below it shows what is missing in the
code which resulted to that anomaly occurring in the code. Using the reverse engineering tool integrated into the module we can trace back to the design phase where we can check how the design changes by the introduction of anomalies [9] in the code. By eliminating these detected bugs [13], we can hence enhance the quality and reliability of the software. Our module offers this in JAVA as well as HTML code and design. HTML is used extensively in the dynamic pages of the online software. The introduction of bugs occurs a lot in the online software more than the offline software nowadays. So to have an extra advantage of correcting the module offers the developers to keep in check the online software or the dynamic pages of their software organization [4] in check. The variation can be seen in the design directly if the code is refactored [7][8] or refined. In the end, if the code is in check and the quality is 100% correct [11] after all the anomalies [9] get resolved then the module also helps in compiling the code and gives out the desired output. We can then finally check if the design anomaly is resolved as well to give a perfect design with perfect quality and reliability for the customers. It is how our module is unique from other existing models.

IV. ISSUES IN EXISTING MODELS

There are multiple issues in the existing models that need to get addressed. Hence in our novel model, we try to eliminate all these shortcomings or matters in the existing models to give out a better and developed model for the use of the software developers or testers in the software organization [4]. The issues are:

In the first issue, the existing models fail to address that the developers have a deadline in which the customers should be deployed with the desired software. Before the software is delivered the testing and developing should be fully complete as per the wish of the stakeholders and the customers. The only obstacle that can cause a delay in getting the desired software quality and reliability in time can be the introduction of the anomalies in the software [9]. Hence to eliminate these bugs and resolve those in due course the developers need a model that will remove all the bugs in time and well before the deadline in their organization [4]. The existing models consider dealing with these anomalies manually by using techniques such as pair programming. It can extend the development further than the actual deadline. The human eye is bound to miss a few bugs, and hence the quality will be not improved as per need. Also, there are large types of anomalies that occur in the code or the design, and the humans do not have all the knowledge about them which is needed. Hence it was difficult to determine if it is an anomaly or not. Hence it is necessary to have an automatically detection model which can detect all the bugs in the code of the software as well as in the design and therefore the client gets a high-quality software with zero bugs fully functioning.

The next issue in the existing models is that none of them uses the reverse engineering to check if the code correction eliminates the design anomaly. They use various programming techniques and algorithms but fail to check in the actual design if the anomaly is corrected. As the client comes in contact with the outlet design of the software, it makes it the most important phase in the software. The proper design can attract more clients, and if the quality is high in the design, then the clients will be satisfied as well.

The next issue is that they do not consider the traceability matrix and trace back and forth from code to design. Also, the models fail to keep a record of the anomalies [9] resolved so that next time when the developer faces similar anomaly, then he can handle it in no time.

The next issue is that they cannot eliminate all the bugs in the code or design as the algorithms they use is not bound to pick up a few anomalies, while our model gives a 90-100% quality [11] enhancement as it detects [13] all the anomalies in the code and design. The detected anomaly is shown below in our model that in which line of code it lies and how it affects the design of the software. It helps the developer to resolve the anomaly from the LOC [11] directly. By doing this the desired quality and reliability is achieved.

The next issue is that none of them consider using the quality gate in their processes [1]. The quality gate is an important milestone which is vital in checking quality in the code or design. It can be applied to the both phases. A metric threshold value is defined where if more anomalies are detected [13] then it is determined that if the quality is lower than set threshold value. This is all considered in our model.

The next issue is none of them can analyze all the bugs in a JAVA or HTML [11] code or design. Our model offers correction in both these languages which get mostly used in the online and offline used software. Hence making this necessary to be used in today’s software. Therefore, this helps in achieving the objective of high quality and reliability in the end. Also, the customer satisfaction gets guaranteed about the software.

FUTURE WORK AND CONCLUSION

In this article, [5] we have explained our unique methodology which consists of sequential tasks and our unique solution consisting of the proposed architectural module which will deal with the anomalies [9] in the coding or the design phase of the software. The main objective hence is completed which is quality enhancement and reliability achievement which can be gained using this model. In the coming days we will present in our next article with the result and implementation of this proposed model to give a better idea to developers or researchers.
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